A Tool for Process Merging in Business-Driven Development
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Abstract. Business-driven development favors the construction of process models at different abstraction levels and by different people. As a consequence, there is a demand for consolidating different versions of process models by merging them. In this paper, we study a basic scenario, derive requirements and present a prototype for detecting and resolving changes between process models.

1 Introduction

The field of business process modeling has a long standing tradition. Recently, new requirements and opportunities have been identified which allow the tighter coupling of business process models to its underlying IT implementation: In Business-Driven Development (BDD) [6], business process models are iteratively refined, from high-level business process models into models that can be directly implemented. As a consequence, business process models are a key artifact in BDD and advanced techniques for consolidating different versions of a process model are needed.

In general, such techniques for consolidating and merging process models have to provide means for identifying differences between versions of process models and resolving these by merging parts of process models. Specific techniques for process merging heavily depend on the underlying modeling environment. Existing work on process change management has focused mainly on the question of dynamic process changes where changes are made on already running processes [2, 8]. Solutions include techniques for migrating process instances to a new process schema and for identifying those cases where this is not possible. In these approaches, process changes are usually captured in a change log which is maintained by the process-aware information system [3]. Recent work by Weber et al. [10] introduces the concept of compound change operations (change patterns) for process models and compares existing workflow tools with regards to their support for process change management.

In contrast to existing work, our approach addresses the situation where no change log describing process model changes exists. This is a common situation in process modeling tools such as the IBM WebSphere Business Modeler [1] and also occurs in scenarios where process models are exchanged across tool boundaries.

In this paper, we first discuss a basic scenario for process merging and then derive important requirements for a solution. We then present key concepts of a prototype for process merging realized as a plug-in for IBM WebSphere Business Modeler.
2 Requirements for Process Merging and Tool Overview

Within business-driven development, process models are the central modeling artifacts. In this context, business process models are manipulated in a team environment and multiple versions of a shared process model need to be consolidated at some point in time. A basic scenario is obtained when a process model $V_1$ is copied and then changed into a process model $V_2$, possibly by another person. After completion, only some of the changes shall be applied to the original model $V_1$ to create a consolidated process model. Figure 1 shows an example process model $V_1$ that has been changed into a process model $V_2$.

Both models describe the handling of a claim request by an insurance company. $V_1$ starts with an InitialNode followed by the actions "Check Claim" and "Record Claim". Then, in the Decision, it is decided whether the claim is covered by the insurance contract or not. In the case of a positive result the claim is settled. In the other case the claim is rejected and closed, represented by the actions "Reject Claim" and "Close Claim".

![Fig. 1. Versions $V_1$ and $V_2$ of a business process model](image)

Although process models $V_1$ and $V_2$ are similar at the first sight, there are some differences between the versions. The following differences can be detected:

- The positions of the actions "Record Claim" and "Check Claim" are changed.
- Action "Close Claim" does not exist in $V_2$.
- A new parallel structure (Fork and Join) is inserted in $V_2$ together with two actions "Pay Out" and "Send Letter".

Process merging typically depends on the modeling language as well as on constraints of the modeling environment. In our case, the modeling language is given by the WebSphere Business Modeler which provides a language similar to UML 2.0 Activity Diagrams [7]. In our modeling environment, no syntax-directed editing of process models is performed and, as a consequence, also no change log is available. As such, in contrast to databases and existing approaches in process-aware information systems, there is no information about the performed changes on a process model. In the following, we describe the key requirements that a solution to process merging should fulfill:
The solution must provide a technique to re-construct one possible change log which represents the transformation steps for transforming one process model into the other process model.

The user should have the opportunity to select only some of the changes and apply it to the original model in order to obtain a new third model which can be considered as the merged process model.

When applying changes, the user should not be restricted by prescribing a certain order whenever possible.

Dependencies between change operations should be made explicit and taken into account when applying the changes. For example, when inserting a Fork, the corresponding Join should also be inserted in order to obtain a correct process model.

The solution should provide user-friendly resolution of changes in the way that it reconnects inserted elements whenever possible and offers a possibility to perform related changes together at one time.

![Business Process Merging Prototype in the IBM WebSphere Business Modeler](image)

Motivated by the requirements, we have developed an approach [5] for process merging which is divided into three steps. In the first step, we detect differences between the two process models using correspondences between model elements and the technique of Single-Entry-Single-Exit fragments (SESE fragments) [9]. In the second step, each detected difference is visualized according to the structure of the process models that is affected by it. The third step is then to resolve differences between the process models in an iterative way, based on the modeler’s preferences. Here, for each difference, a resolution transformation is generated which resolves the difference between the two models and (if necessary) automatically reconnects the control flow.

The prototype has been implemented as an extension to the IBM WebSphere Business Modeler (see Fig. 2). It currently supports the following functionality [4]: copying
of business process models, initial creation and update of correspondences, decomposition of process models into SESE fragments and detection of differences between two versions of a process model. In addition, the prototype provides several views that allow to visualize and resolve differences as well as to manipulate correspondences.

Fig. 2 shows versions $V_1$ and $V_2$ of the business process model introduced earlier in this paper. The lower third of Fig. 2 illustrates the Difference View, which is divided into three columns. The left and right hand columns show versions $V_1$ and $V_2$ of the process model in a tree view, which abstracts from control flow details of the process and focuses only on model elements of the process. The middle column of the difference view displays the differences between the two versions, which are arranged according to the structure of the process models and visualizes dependencies between differences. Using this view, the differences can be iteratively resolved with our prototype.

3 Conclusion

User-friendly process merging is a key technique for practical business-driven development. In this paper, we have first studied a basic scenario of process merging in BDD and established key requirements. We have presented our prototype, which visualizes differences between versions of process models and enables the resolution of differences, by applying change operations in an iterative way that automatically reconnect the control flow. Future work will include the elaboration of our approach for merging process models in a distributed environment. In those scenarios, the concept of conflict becomes important because one resolution can turn the other resolution non-applicable.
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